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Abstract. Information technology is the core enabler for global businesses and integrated, virtual enterprises that achieve common business goals. This integration can be supported or even automated and service-oriented computing offers a promising approach to achieve these goals. This paper argues that a key aspect is publishing standardized services descriptions in a formal, computer-readable way. Furthermore, the paper introduces a model for enriched service description allowing to characterize services modelling their properties. This model will be related to a general service model and to Service Level Agreements.

1 Introduction

Companies are coalescing, building virtual enterprises and are achieving common business goals together [4]. Simultaneously, companies try to stem dependencies and want to stay flexible and agile. Information technology is the core enabler for tightening integration of companies, and Service Oriented Computing (SOC) is the arising paradigm that is also able to handle flexibility [1, 9]. Even more, SOC increases automation based on publishing standardized service descriptions. SOC undoubtedly offers a promising approach to achieve this goal, but certain aspects are still in their infancies. One key aspect is addressed in this paper by introducing a model for properties of services, which enables enriched service description that exceed technical interface specifications.

The basic principles of SOC are manifested by the Service Oriented Architecture (SOA) [3, 9], defining the roles and interactions of Service Providers, Service Repositories and Service Consumers. Essential requirements are standardized description languages and standard communication protocols as well as a common understanding of the querying, the categories and other objectives of the service repository. De-facto standards for today’s most popular implementation of SOC are existing in the form of Web services [1, 9]. Throughout the paper the terminology of the Web Services Description Language (WSDL) 2.0 [6] will be used. Additionally, for specific industrial sectors, standardized names for categories and services are evolving or are already existing. The semantic web [8] is an emerging technology for modelling the meaning of services with approaches like WSMO [7] and OWL-S [17].

The paper is organized as follows: Section 2 introduces the main terms related to service descriptions and presents an example. The services properties model is explained in Section 3 and Sections 4 gives a brief summary and outlook.
2 Service Description

A model for service description is given in as an UML 2.0 class diagram in Fig. 1. This model separates the description of the abstract interface from concrete details of a service description such as 'how' and 'where' it is offered. The abstract level describes a service in terms of the communication, i.e. the messages it sends and receives. One or more messages, their exchange pattern and the logical roles of the participants are aggregated in an operation, which in turn are grouped in an interface. The concrete level specifies transport details for interfaces in a binding, adds network address to form an endpoint, and groups endpoints implementing a common interface as a service [6]. These two levels of abstraction will also be relevant for the properties of services model introduced in this paper.

2.1 Example

For better understanding and to illustrate the requirements, a short example of transportation services will be introduced. These services are invoked by a message containing procurement information, destination address, etc. Additional information is available, e.g. temperature in climatic containers, cost, duration, security options. Table 1 shows the service implementations $S_{11}$ to $S_{32}$ with all properties. These diverse properties show the complex requirements for a service property model. All services are implementing a common transportation interface $I_T$, which is not described in more detail here.

2.2 Non-functional Properties vs. Quality of Services

Properties like those in the example are often subsumed either under Quality of Services (QoS) [5, 11] or non-functional properties [14, 18]. Since these terms are often
used with controversial meanings, they will be discussed here shortly. *Functional properties* describe what the service does and *non-functional properties* are used to describe how the service does it. Thus, functional equivalence can be defined on two services, i.e. a service can easily be replaced by a functional equivalent service with more suitable non-functional properties, e.g. lower cost, faster execution, and higher security. This goes along with the basic SOC principle of loose coupling. Nevertheless, in a service-oriented environment it is often hard to decide whether a certain property is functional or non-functional. Consider the property duration (typically called non-functional) in a request like: *Transportation of goods within in 24 hours.* A consumer uses some technique out of the scope of this paper to find services (or interfaces respectively) with this capability [14]. Thus, the consumer gets a (set of) adequate interface(s); considering the example in Section 2.1, this would be the interface $I_T$. The request $R_1$ is specified more precisely by stating *within 24 hours*, which is also a functional requirement, because a functionally equivalent service has to match this mandatory property, as mentioned above. In the example, $S_{31}$ will not match this criterion and for $S_{11}$ it is not sure. Similar examples can be found for other properties like costs or security, which are often regarded as non-functional properties. To sum up, if a property is functional or depends not on the property itself, but on the request.

Quality of Services is also a widely used term. In [18] QoS constraints are defined as a synonym for non-functional constraints, whereas [13] states QoS as a subset of properties of Web services. Furthermore, in [2] properties are seperated in functional, non-functional and quality aspects. There are also authors claiming that QoS implies aspects, which can be both, functional and non-functional [16]. The non-functional properties as defined in WSMO [7] include network-related QoS and adds meta-data about the service description like author, version etc. A model for properties of service is necessary and this paper introduces an approach for their classification. The term property will be used in this paper for a single criterion and Quality of Service specifies the set of all properties.

### 3 Properties of Services Model

As mentioned above, before using a service, it has to be found. The consumer has to decide, which specific service implementation to use. The service description in Fig. 1

<table>
<thead>
<tr>
<th>Service</th>
<th>Climatic</th>
<th>Cost</th>
<th>Duration</th>
<th>Security</th>
<th>State Monitor</th>
</tr>
</thead>
<tbody>
<tr>
<td>$S_{11}$</td>
<td>– –</td>
<td>100-150 €</td>
<td>12-48 hours</td>
<td>–</td>
<td>web portal</td>
</tr>
<tr>
<td>$S_{12}$</td>
<td>$\leq-8^\circ\text{C}$</td>
<td>275 €</td>
<td>24 hours</td>
<td>–</td>
<td>web portal</td>
</tr>
<tr>
<td>$S_{21}$</td>
<td>–</td>
<td>£150</td>
<td>1 day</td>
<td>–</td>
<td>mail, phone</td>
</tr>
<tr>
<td>$S_{22}$</td>
<td>max. 20$^\circ\text{F}$</td>
<td>£320</td>
<td>8 hours</td>
<td>128-bit key</td>
<td>mail, phone</td>
</tr>
<tr>
<td>$S_{31}$</td>
<td>$\leq+4^\circ\text{C}$</td>
<td>400 €</td>
<td>24-36 hours</td>
<td>512-bit key</td>
<td>mail, web portal</td>
</tr>
<tr>
<td>$S_{32}$</td>
<td>$\leq-4^\circ\text{C}$</td>
<td>450 €</td>
<td>48 hours</td>
<td>512-bit key</td>
<td>web Portal</td>
</tr>
</tbody>
</table>

**Table 1.** Sample Transportation Services and their Properties
concentrates on technicalities, but several properties dealing with different aspects are relevant for several usage scenarios like discovery, negotiation, composition, substitution and management. Each of these usage scenarios has its own requirements for properties of services; a detailed discussion on these scenarios can be found in [10].

3.1 Scales of Measurement

A first aspect to categorize the properties are the scales of measurement. As known from mathematics, Scales of measurement refer to ways in which variables or numbers are defined and categorized. The scales are **nominal** (e.g. state monitor), **ordinal** (e.g. security), **interval** (e.g. temperature) and **ratio** (e.g. cost). It has to be mentioned that each scale has its allowed arithmetics functionality. This has consequences for specifying the discovery query, e.g. for restrictions on the service’s properties, like budget restrictions, temporal deadlines and necessary security protocols. Additionally, a provider has to take the scales into account when offering its service not with precise properties, but with ranges or at different levels; see the example in Table 1. If a consumer searches for a service, the restrictions and aspects like optimization criteria should be described in a declarative way. Methods well known from Description Logic could be applied for matchmaking, like described in [12]. Standardization efforts like the Web Ontology Language (OWL) [15] are suspected to build a semantic foundation for describing such restrictions.

This leads to the following model: The set of QoS for the service interface $I$ is defined as a set of properties $P_i$, i.e. $Q_I = \{P_1, ..., P_n\}$. Next to the above mentioned scale $S := scale(P_i)$, each $P_i$ in has a domain $D := dom(P_i)$ which is a set of possible values like $\mathbb{Q}$ for the property costs. Additionally, for each property a metric $M := metric(P_i)$ has to be defined, i.e. how, where, and when the property is measured and the numbers or labels assigned to the measured results. Thus, a property is a tuple containing domain, scale and metric: $P_i := (dom(P_i), scale(P_i), metric(P_i))$, $1 \leq i \leq n$, with $scale(P_i) \in \{nominal, ordinal, interval, ratio\}$. Let $dom(Q_I) = \bigcup_{P \in Q_I} dom(P)$, $scale(Q_I) = \bigcup_{P \in Q_I} scale(P)$ and $metric(Q_I) = \bigcup_{P \in Q_I} metric(P)$. Then, a concrete set of properties $L_S$ of a service $S_I$ implementing an interface $I$ is a transformation $\lambda : Q_I \rightarrow (dom(Q_I), scale(Q_I), metric(Q_I))$, where $\forall P \in Q_I | \lambda(P) \in (dom(P), scale(P), metric(P))$.

Considering the example in Section 1, the set of QoS properties is {Temperature, Humidity, Cost, Duration, SecurityOption, StateMonitor}. The property cost for instance is defined as follows: $dom(cost) = \mathbb{Q}$, $scale(cost) = ratio$ and $metric(cost) = currency$. A concrete service implementation would then be the concrete values resulting from the transformation $\lambda$, i.e. the entries in Table 1.

Thus, a provider is able to define a service level of the applicable properties for each service implementation. This service level should be stored as part of the service description in the repository. This enables consumers to define queries with desired mandatory and optional properties. Thereby, for each property it is possible to check values and applicable comparisons like at least, in between or max. For example, a consumer can query for a service with the properties $P_{Duration} \leq 30$ hours, $P_{SecurityOption} \in \{ (128\text{-bit key}),(512\text{-bit key}) \}$ and so on.
3.2 Properties of Services Model

The model sketched in this paper can be mapped to the service entities as shown in Fig. 2. The Quality of Services is a set of properties. For each Property, the Domain, a Scale and a Metric has to be defined. This abstract set of QoS properties is bound to an Interface, specifying each interface’s set of applicable properties. The concrete counterpart is a ServiceLevel which in turn is related to a service. When a Provider stores its service and the service level in a repository, ranges etc. can be defined. A Provider and a Consumer can negotiate on more precise properties and create a ServiceLevelAgreement as a contract.

![Fig. 2. Mapping Service Properties to Service Entities.](image)

4 Conclusion

This paper sketches a services properties model. It is based on the principles of domains and scales of properties. These properties are grouped as a set that is related to an interface. For a concrete service implementation, the specific service level can be defined and enhanced requests for services can be generated. With service description including properties as presented in this approach, it is possible to enhance serveral use cases like service discovery or service composition. Service processes can be analysed and execution duration etc. can be estimated beforehand by using information in the enhanced service descriptions. Even more, the information can be used at run time to detect possible deadline violations in advance.
Nevertheless, many things that can be found in the example are not described in detail in this paper. Considering the sample service $S_{11}$, it is likely that the cost depends on the duration negotiated as well as the distance between starting and delivery location. This model is also not complete regarding the aspects of a property, e.g. service $S_{31}$: this service is offered by the provider with restrictions and ranges. Additionally, the metric has been left out of the discussion as well as the difference of the measurement units like $\mathbb{E}$ and $\mathbb{C}$ or °C and °F. These aspects are future work, and defining properties in OWL [15] is currently under investigation. Additionally, using this approach for service composition and process (re-)planning is still under research.
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